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Abstract

Software engineering is still a relatively young field, struggling to develop consistent standards and

methods across the domain. For a given project, developers can choose from dozens of models, tools,

platforms, and languages for specification, design, implementation, and testing. The globalization of

software engineering and the rise of Open Source further complicate the issues as firms now must col-

laborate and coordinate with other firms and individuals possessing a myriad of goals, norms, values,

expertise, and preferences. This thesis takes a vertical examination of Open Source ecosystems to iden-

tify the way that foundations, firms, and individuals come together to produce world class software

despite their differing goals and values. At the macro level, I examine how competitors work together

under open source foundations to create a stable market for each participant. Next I propose a study of

interactions between firms in the community to identify to what degree the stated collaboration is actu-

ally present. At the next level down I examine how the presence of commercial firms in a community
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impacts that participation of individual developers within the community. After I analyze the methods

of individual communication in Open Source communities to see if the patterns of communication can

be used as a predictive element for project success. Finally, I close with a set of recommendations for

firms wishing to participate in Open Source.

Introduction

Software engineering is evolving at a rapid pace. Firms that previously used only internally developed

components are finding themselves working in new world with globally distributed development teams,

proprietary off the shelf components, Open Source software, standards driving foundations, and industry

consortia. Older firms with established products find themselves constrained as platforms evolve, methods

change, and experienced developers retire exposing gaps in organizational knowledge. These factors are

changing the face of software engineering, forcing firms to collaborate and coordinate across organizational

boundaries like never before.

One of the biggest driving factors in this shift is the rise of the Internet and Open Source Software

(OSS). Early descriptions of the OSS community often portrayed it as a wild west form of software devel-

opment: developers work in their free time, code is donated for the good of the community, commercial use

is frowned upon, and the only thing that matters is how well you code[13]. While such a view may have

been appropriate for small projects in the 1990’s, the reality is that OSS has shifted dramatically. Many

commonly used Open Source software packages are written by developers working for commercial firms

that seek exploit this software as part of their business plan. In other communities, volunteers and commer-

cial developers come together to form foundations to steward and market other projects with little desire for

direct commercial gain[14, 12, 17].

The OSS process has become so successful, that many firms are now using similar processes internally

for their own development. VA Software markets an enterprise edition of the popular SourceForge.Net
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software that corporations can install to manage all of their projects. IBM is developing the Jazz platform

to support radically distributed and agile development practices. Like OSS, it focuses heavily on computer

mediated communication, iterative development, and gives individual developers the ability to manage their

own branches of code and share those branches with other developers. Even Microsoft, which has long been

viewed as the antithesis of Open Source, has allowed Open Source like sharing of code between licensees

of the Windows CE operating system and recently submitted to licenses for approval to the Open Source

Institute – the body that owns the rights to the term Open Source and validates licenses as meeting the

requirements for Open Source.

Another major change introduced by Open Source is the commiditizing force it provides[18]. With many

complicated pieces of software, there exists common pieces of functionality that each piece of software must

implement. For example, in the integrated development environment (IDE) market, each product needs to

interface with an editor, various revision control system, and a compiler. Before the success of the Eclipse

project, each firm in the market space implemented each of these tools, taking resources away that could

otherwise be used to focus on core competencies. Now, various vendors that compete in the market and build

on the Eclipse platform can utilize these common components provided by Eclipse and use those resource

previously allocated to standard features to further differentiate and enhance their product. Commoditization

also provides an opportunity for specific vendors who focused on creating excellent versions of a common

component, such as a text editor, to better showcase their work by making it easier for them to create a

complete product or integrate their product with others [7, 4].

All of these changes induced by Open Source require additional collaboration and coordination. This re-

quired collaboration comes on a variety of levels. At the the highest level is the firm based collaboration and

coordination that is necessary for foundations and firms and consortia to collaborate on commoditized soft-

ware. At a lower level firms need to coordinate their actions and consider the strategies of their competitors

in the broader Open Source community when considering what to release to the Open Source community.

In addition, when entering an existing Open Source community, if a firm wishes to preserve the delicate
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ecosystem already existing around the project they must work within the norms and expectations of the

community. Finally, individual developers must be able to communicate efficiently and directly with other

programmers, architects, testers, and potentially users – a breadth of communication not previously needed.

This thesis seeks to examine interactions of foundations, firms, and individuals in software engineering.

Specifically I examine how Open Source creates new opportunities for interaction, cooperation, and com-

petition across all levels of the Open Source ecosystem. I address these issues through a vertical analysis

utilizing both quantitative and qualitative methods to best understand the community, model its interactions,

and generate viable models for the development process.

Formally, there are four major sections of this thesis each addressing a particular level of communication

within Open Source software engineering. The first section examines the Eclipse community to identify the

ways that collaborators and competitors rally around the guiding focus of the Eclipse foundation to create

high quality software and extract value from and emerging market. The second section continues to look

at Eclipse to understand the firm to firm interactions at various levels in the community and to verify if the

communication patterns resemble those that the members of community believe occur. The third section

moves further down and examines the relationship between commercial firms and the individual volunteer

developers through a longitudinal analysis of the GNOME project. Finally, the fourth section analyzes

individual communication patterns within Open Source by building upon the concept of Socio-Technical

Congruence.

1 Open Source Ecosystems

While Open Source technology and products have been around since the dawn of computers, the term

itself is relatively new, having arisen in 1998 as an alternative to the historic and sometimes confusing

“Free Software,” which indicates software that is both free as in speech and free as in zero direct cost.

This confusion, and licensing terms around the dominant software license of the time, the GNU General
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Public License, had led many firms to avoid Free software and utilize a variety of proprietary or commercial

solutions. Even at this point young point, there were firms that had been eeking out a narrow existence in the

field for years, but the announcement of the new name and formal definition that was friendlier to business,

along with the changes in the information technology industry caused an explosion of new firms to emerge

in the latter half of the 1990’s. This rapid growth led to a plethora of unsuccessful business models and

a handful of successful ones. Amongst the notable successful models were Cygnus Solutions’ method of

providing customized software development to work with existing tools in the embedded market[15] and

Red Hat Software’s strategy of giving away a free version of their Linux and then charging for a higher level

support for commercial firms that require it[19].

This period also saw the origins of academic research on Open Source and its associated business mod-

els. In particular, Hecker described some of the more general reasons why firms might be willing to go into

Open Source through his own experiences of releasing the code for the Netscape Web Browser, now called

Mozilla, under an Open Source license while at Netscape[8]. Later, Martin Fink identified many of the

economic and business options for individual firms working on Open Source, focusing on a more general

method of utilizing Open Source strategies and the process of bringing those practices into a firm[5]. His

work addresses many of the terms that are commonly utilized in Open Source and begins to address some

of the community issues related to participating in Open Source from a corporate perspective. In 2003,

Krishnamurthy bean to flesh out some of the more general business models that are in use by firms in Open

Source. In particular, he identified four major categories of business models. The first model is that of a

software distributor, which is the traditional model of firms such as Red Hat. In this model, firms take a

community developed product and repackage the product, providing it for free or a fee and also providing

service and support for the product. The second model is that of a derived software producer – a firm that

takes the community developed product and derives a new product from it and charges for the enhanced

product. A variation of the software producer is a software producer who is working with a produce under

the GNU General Public License[6], which requires that derived products also be published and made avail-
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able under the same license. In this model, the firm may charge for the derived product and support that goes

with it, but they must also provide their modifications back to the community. The final related business

model is that of the third party service provider which only provides expert service for a set of Open Source

projects and does not directly provide contributions to the project[9].

While these previous efforts all provide valuable contributions to the scholarship in the field, their focus

remains on the individual firm despite the fact that the landscape of Open Source has evolved. Successful

projects have grown and now feature many competing firms working together on the same components of a

larger project and seeking to differentiate themselves based on higher levels of functionality. In particular,

most of the models cannot address the difficult issues of what happens when a commercial firm releases an

internal project under and Open Source project to the community. In such a case, complete understanding

of the contribution requires knowledge of the project and the method of community participation. As this

thesis focuses on the interactions between commercial firms and their associated communities, it is important

to develop a cohesive model that addresses the communal aspect of participation along with the business

strategy for participation.

This section builds on my current work with Jim Herbsleb and Sonali Shah addressing value chains in

the Eclipse Ecosystem. Our major data sources are a series of interviews with developers, managers, and

executives involved in Eclipse, my personal attendance at EclipseCon in 2007 and soon in 2008, and an

analysis of the business models used by all of the strategic developers and plug-in providers of the Eclipse

Foundation. Much of this work has already been completed, it will be supplemented with feedback obtained

from presentations to the Eclipse Foundation Members Meeting and a presentation at EclipseCon in Mid-

March, 2008.

We are currently identifying the various models in use in the community, addressing how money is

made as a result of the model, the necessary resources, and how this forces competition in the community.

Thus far, our research has identified the following dominant models for firm participation on the Eclipse
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Ecosystem:

• Market Consolidation - Firms that seek to use the project to compete on a higher level of the value

chain. By participating at this level, firms hope to force the other participants to consolidate on their

offering. Thus far, such a strategy has proven successful for IBM, the developers of the Eclipse

platform. Smaller firms may also employ this model to force the community to accept a particular

direction.

• Commodity Utilization/IDE Enhancement - Many of the firms that previously competed in the

space that has been consolidated may still have products and customers they wish to support. These

firms utilize the base of the Eclipse project to build new tools for development. For example, Adobe

utilizes Eclipse as the basis for their Flex development studio.

• Plugin Sales - While much of the code in the ecosystem is written by professional developers, their

is still great incentive to keep modifications proprietary. Some firms develop add-ons for the IDE that

are a product unto themselves and would not exist without the IDE as a development platform. This

has led to a small number of firms arising that create plugins to enhance the experience, usually by

improving over the Open Source tools, as is the case with Instantiations and their GUI designer too,

or to provide some new functionality.

• Plugin Non-Sales - As a project becomes a dominant ecosystem, vendors of support projects are

pressed to create interfaces to Eclipse. This is particularly prevalent for existing source code manage-

ment and build systems. In addition, hardware vendors, such as Nokia and Intel, provide plugins to

ease developers in creating solutions for their platforms.

• Nested Platform Building - As the Eclipse ecosystem continues to grow, the code has become more

modular and attractive for purposes other than just and IDE. In particular, the OSGi component model

and rich client platform (RCP) models make it easy for a firm or group of firms to create solutions

without a need for a heavy infrastructure. This trend is becoming more common especially as firms
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seek to consolidate commodity components across an industry. For example the Higgins project seeks

to provide a common framework for identity management, while the Aperi project utilizes RCP and

OSGi to create a standard set of tools for storage management.

• Customization/Consulting - As more firms use Eclipse for internal development, there is a greater

desire for customized plugins to work with existing work flows. Likewise, there is increased demand

for support and easy distribution of Eclipse. A variety of firms have sprung up that provide these

solutions, such as Innoopract, which develops an Eclipse “distribution” that packages up eclipse with

a set of tested plugins, much like a Linux distribution does.

• Users - End users of a software project are often lost when examining a development community.

These users play a key role in requesting features, providing testing, and often moving the market in

a direction to increase the market share of the product. A wide variety of companies utilize Eclipse,

and while they may not be highly visible, they play a key role in the ecosystem.

This section will continue to expand on the current work with Jim Herbsleb and Sonali Shah by ex-

panding and enhancing the data. In our current work we have looks primarily at business models in the

community, I intend to examine how the business models relate to the governance of the ecosystem through

the Eclipse foundation and flesh out a complete view of the ecosystem of member companies, something

which has not yet be done by academia, industry, or the Eclipse Foundation. This will take the form of

additional interviews with members of the Eclipse community during and after EclipseCon 2008.

This section of the work greatly adds to the knowledge of software development and Open Source by

providing a holistic analysis of a market leading Open Source ecosystem. Indeed, as more and more projects

move toward Open Source methods of collaboration such an analysis will prove invaluable in strategic

planning and design of such communities.
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2 Firm to Firm Interaction in Open Source

While organizations typically have a plan for how they participate in Open Source projects, the reality of

their interaction is a very different situation. Understanding the real methods of interaction for communities

and firms is beneficial in understanding not only the process of Open Source software development, but also

is a valuable component in helping to identify best practices in Open Source software development. This

section builds on the results of section 1 by providing an quantitative analysis of how the firms act through

observable channels in the ecosystem. In particular, this section will address the following questions:

• How do firms divide work in the Eclipse ecosystem?

• How do we best model the interactions between firms?

• What are the true interaction patterns across different communication mediums in the Eclipse ecosys-

tem?

The data for this section will be collected from publicly available Eclipse resources; CVS source code

repositories, Bugzilla bug tracking, project email lists, and community newsgroups. Portions of this data

are publicly available through the work of the annual Mining Software Repositories workshop while other

elements will need to be coordinated with individuals in the Eclipse community, something I am currently

working on.

2.1 How is work divided in the Eclipse ecosystem?

Before founding a project in the Eclipse community (and similarly in the Apache community), projects are

placed in an incubation stage. During this incubation stage each project has a mentor or set of mentors

to help guide the process in the norms of working within the community – such as open decision making,

documenting modifications to the software, and true collaboration with competitors. A project must fulfill
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a number of requirements before it can “graduate” from incubation – including demonstrating that a project

appeals to individuals from more than one firm. This rule is designed to ensure that projects have sufficiently

broad appeal and also to prevent the loss of a single entity from completely sidelining a project.

In some projects it may appear that there is a wide breadth of interest in a project, but what firms are

really contributing? Even in platform building projects, such as the Aperi Storage Management framework

which sees contributions from most enterprise storage vendors, the bulk of the work is led by only a handful

of firms. From a strategic perspective, such inequity forces forms to overly reveal and contribute to a public

good for which their competitors may be free riders. Conversely, a firm which contributes most of the work

to a project may find itself in a beneficial position because of its ability to drive the direction of the project

and the resultant community.

This section will examine a selection of projects within the Eclipse community to identify the distribu-

tion of work within the community. A longitudinal analysis will be performed to analyze the contributions

by firms through release cycle intervals in the community to understand how projects increase (or possibly

decrease) participation over their lifespan. The major elements of analysis will be an examination of con-

tribution to project source code, both at an overall level, by module within the project1, and an analysis of

contributions to project bug tracking. Such an analysis is invaluable to both firms and foundations in the

Open Source community and has significant impact on the future directions for Open Source foundations

regarding collaboration and distribution of work.

2.2 How do we best model the interactions between firms?

The communication patterns fostered by Open Source software development typically create sparsely popu-

lated social networks with islands and a solid core-periphery structure[2]. However, such analyses typically
1There are multiple ways to determine module structure in source code repositories. For this work, I take advantage of Java’s

explicit module structure.
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look at only a specific communication medium, such as discussion on project forums, leaving out a mul-

titude of other interactions. Furthermore, no such analysis has connected the actions of individuals to the

firms they work for. This creates artificial holes in the information sharing network that exist through offline

communication. In this section, I evaluate a variety of metrics for generating networks from three different

communication streams:

• Highly Technical Interactions - Source Code Networks - there are multiple methods to construct

source code networks, most of which rely on simple links between developers, A and files F , which

is termed the AF matrix (in the congruence paper, this was termed the task assignment matrix[1]).

Multiplying this matrix by it’s transpose yields links developers who have a potential for communi-

cation because they have modified the same file. However, the larger question is whether or not there

should be link from developer a to file f . Should this network be built for all of time, or timeout after

some predefined period? What if the network is only built for each release, how does the structure

change between releases? How does the structure of the network evolve within releases?

Furthermore, relationships between files can be calculated using a variety of different methods. In

the past we have used a method that groups together logical dependencies as those files that were

modified together and committed in the same atomic commit. This method is particular useful because

it is independent of programming language constructs, however, it is sensitive to the work patterns

of individuals in the community. Static code analysis, such as that used by MacCormack in his

analysis of the Linux kernel and Mozilla projects, has the potential to capture relations that pervade the

environment, such as the cascading dependencies that changing a low level debugging infrastructure

would have[11]. Another method to compare to is the use of logical code and package structure,

such as what is exhibited in the Java and C# programming languages, to create the dependency links

between files.

• Highly Social Interactions - Mailing Lists - perhaps the easiest method of communication to ana-
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lyze. The norm on most lists is to include the original poster of a message in the CC or To fields of the

messages. Barring that, most email messages contain reply-to fields that identify the original message

and who posted it. However, it may be worthwhile to go beyond this simple structure and include all

participants in a thread or a branch of a thread, as a group.

– Clique – Working at the thread level, all individuals who posted messages on a particular thread

are considered to be in a clique with each other. On a physical level, this would be similar to all

individuals being present a shared physical space and interacting with each other.

– Timed – A link is added from an individual to all individuals posting within the thread who

posted before the individual regardless of what branch they’re communicating on. In this method,

it is inferred that the individual wishes to communicate with all those who posted before him,

but not all those who post after him.

– Thread – A link is added from an individual to all individuals communicating on the same

branch of communication along a path going back to the root of the conversation. In this way,

a communication is not assumed to reach all those involved in the thread, only those along the

line of communication within the thread.

– Direct – The most conservative method of link generation that assumes a communication only

between direct pairs of individuals in the thread reply network.

– Weighted – A compromise for many of these methods is to use weighted links and then di-

chotomize the network at some threshold level.

My previous preliminary research on this topic has shown that the use of the direct method for link

creation results in a substantially different ordering of nodes according to network metrics than clique,

timed, and thread methods. However, such research was only a small sample mailing list and exam-

ined only eigenvector and betweenness centrality measures.

• Semi-Technical Interactions - Bug Trackers - traditionally the level of participation on bug trackers
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has resided somewhere between mailing lists and source code, however, recent tools that walk users

through the process of filing a bug have greatly simplified this process and increased participation.

The most popular bug tracker system is Bugzilla, but a variety of other tools also exist. Common

among these tools is the ability to receive emails when new comments are added to the bug or fields

are changed on the bug. The comment streams for almost all bug trackers is flat, which means it can

be difficult to discern the network structure. In general, I will use the same methods proposed in for

mailing lists with slight modifications on the non-threaded bug tracker communications.

The appropriate methods of network generation will be selected by analyzing the sensitivity of a family

of metrics listed in table 1 for errors caused by omission and commission of links, both of which are po-

tential issues when understand how Open Source ecosystems actually communicate. The goal here is not

to identify a single best method, but to be aware of the limitations inherent in generating networks from

sparse Open Source communication data. The sensitivity analysis will be done through repeated Monte

Carlo perturbation of observed networks on each of the created network structures.

2.3 What are the true interaction patterns across different communication mediums in the

Eclipse ecosystem?

The final portion of this section analyzes interactions between firms, grouping individuals by firm to iden-

tify how often and across what mediums do firms communicate and collaborate. For each of the projects

within Eclipse I propose to generate a network of the firms participating in the project and compare these

networks to the information on collaboration publicly available on the Eclipse Foundation’s web pages and

information obtained from interviews.

This provides an important real world verification of firm communication in Open Source software and

can have potentially large impacts on the development of Open Source as a viable communication medium

if it is found that there is little communication between firms, which means that a single firm could easily
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Table 1: Metrics analyzed on various network constructions

Node Properties Network Level Properties

• Node Degree

• Betweenness Centrality

• Eigenvector Centrality

• Closeness Centrality

• Network Size

• Network Density

• Task Exclusivity

• Density

• Generalized Network Structure

• Network Level Congruence

• Average nodal metrics

steer the project in a way that is not beneficial to the entire community, or if there is little cooperation on

projects, which means that firms may be gaming the rules of the foundation to push projects that have little

interest. From a community maintenance standpoint, if such tools become standard in the community, a

project with little communication would be susceptible to business pressures on a single firm.

3 Corporate Involvement in Volunteer Communities: There Goes the

Neighborhood

While much of the publicity on Open Source arises from commercial entities releasing previously propri-

etary projects as Open Source – for example the release of the Eclipse, Netscape, and Solaris source code

– a frequent mode of interaction by firms with Open Source is to contribute to an already existing project

with a stable community. In this alternative model, firms must work within the bounds of the community,
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surrendering some elements of control in exchange for the goods of the community. Often times firms par-

ticipating on such projects continue to rely on the contributions of the individuals to the projects for core

functionality and complete control of the project is not desired.

While many projects see corporate involvement as a validation of the success of the project and commu-

nity they have worked so hard to create, there exists possible negative consequences to volunteer commu-

nities that welcome commercial developers with open arms. This section of identifies and identifies several

key issues related to commercial participation in existing Open Source software communities.

In the context of this section, an Open Source software community is a community which produces

several different projects, each of which may have different sets of developers. Typically these communities

surround larger organizations and foundations which oversee a set of related projects, such as the Eclipse

foundation and Apache Software Foundation. Within these communities, most of the software serves a set

of related needs and have similar work practices and licensing structures. This allows a single developer to

easily change between projects in the community or to work on multiple projects in the community.

The work patterns of commercial developers tend to differ dramatically from those of volunteer de-

velopers – not only do commercial developers typically spend much more time working on projects, they

also have the ability to collaborate more closely with other developers working at the same firm. These

actions allow developers to write more code in a shorter period of time, and may allow for code to be less

modular because of the ability to extract information from co-workers at the same site. At the micro level,

these changes would be manifest within various smaller modules of individual projects. We reason that

the increased cognitive complexity of software projects as a result of co-located or full time commercial

developers working on a volunteer Open Source project will drive volunteers from those areas of projects

populated by commercial developers.

At a higher level, the participation of commercial developers in an Open Source project is likely seen

as a mark of validation for the project providing momentum, increasing the profile of the project, and
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attracting developers who wish to signal their attractiveness to potential employers[10] along with volunteer

developers who desire to work in a stable and successful project. In this context, we expect that commercial

developers participating in an Open Source project lead to additional new volunteers working on the project.

Commercial developers, in addition to bringing resources and momentum also introduce an element

of heterogeneity to the project. When a previously all volunteer project attracts commercial developers,

individuals may feel as though their work is being exploited for commercial gain or that commercial interests

are trying to push the project in a direction that is not suitable for volunteer developers. This causes tension

in the community and may force volunteers to leave the project.

It is also unrealistic to group all commercial firms into the same broad categories, while some firms have

a very good reputation for working with volunteer communities, other firms are known for being difficult

because of their goals or work policies. To account for this, firms are broken into two different categories

which may be seen as proxies for the norms and values of the firm:

• Community-focused Distributors – Firms that focus on taking the complete output of the commu-

nity and marketing it as a product. For example, Linux distributors such as Red Hat and Mandriva,

and Eclipse distributors such as Genuitec and Innoopract, take complete products from Open Source

communities, provide additional packaging and clean up the software some, and create a marketable

product.

• Product-focused Manufacturers – Firms that don’t need the entire output or work only on a partic-

ular aspect of the software package. For example, IBM utilizes the Apache Web Server as part of the

Web Sphere application server, but not the complete output of the Apache Project. Likewise, the One

Laptop Per Child contributes to portions of the GNOME project, but only needs the results of some

portions of the project.

These issues are addressed through the longitudinal analysis of a large and successful volunteer origi-
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nated community, the GNOME project. A set of interviews with 18 of the developers helped to confirm our

firm classification scheme and provide qualitative confirmation of our hypotheses. This was followed up

with analysis of 10 years of longitudinal data collected from project source code, bug tracking, and mailing

list repositories.

3.1 Preliminary Results

I’ve attached an advanced draft paper on this issue that will be going to ISR in the near future as appendix A

in this proposal. In summary, we have found the following:

• Cognitive Complexity - There is no support for the hypothesis that commercial developers will drive

volunteer developers to less complex areas of a project. This was tested by examining the effect of

commercial developers at the module level.

• Heterogeneity - There is no support that the heterogeneity introduced by commercial developers

causes volunteer developers to leave projects.

• Momentum - The presence of commercial developers was found to have a positive relation to in-

creased volunteer participation.

• Norms and Values - When broken up by business model, community focused firms, which share the

norms and values of the community were found to have a high and positive relationship with increased

volunteer participation, while product focused firms had no statistically significant relation.

3.2 Proposed Future Analysis

This work has established that there is a temporal relationship between the presence of commercial develop-

ers and subsequent presence of volunteer developers, but did little aside from an examination of the business
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models of the firms to identify possible other observable elements that may lead to increased future volun-

teer participation. I propose to expand this analysis by performing more in-depth analysis of communication

in the community. I have previously done some analysis which found that for the most part, community and

product focused developers showed little preference in their targets of communication. However, this anal-

ysis was at the aggregate level and could have missed important relationships.

• Preference of Volunteer Responses - One thing we have not directly tested for is signalling in the

community[10, 3]. If individuals are attracted by the presence of a job, they would be more likely

to perform actions which can be seen as increasing their profile to commercial developers. I will

generate the response networks for messages in the community and test if volunteers preferentially

communicate with commercial developers and if such communication leads to sustained participation

in the project.

• Participation in Feature Development - Another conjecture put forth in the work is that volunteer

developers are attracted to community focused developers because the features they develop are more

directly applicable to the small user, rather than many product focused firms that focus on enterprise

class software development. Utilizing information out of the CVS repository and bugzilla databases

this can be tested by clustering the networks to observe the propensity of volunteers to be grouped

with community and product focused developers.

4 Individual Communication and Socio-Technical Congruence

Previous research by Cataldo et. al. developed the metric of socio-technical congruence for use in evaluating

the fit of an organization’s communication patterns to task dependencies [1]. As an organization reaches

higher overall congruence between task dependencies and communication, time to resolution of defects was

reduced, indicating an improvement in organizational efficiency. As proposed, this metric is a matrix based
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algorithm that produces a single number for the entire organization. While such information is useful for a

workgroup manager, who is responsible for understanding the overall status of a project, the usefulness of

such a metric to individual developers is questionable.

Recently, Helander et. al. have extended the algorithm as a graph theoretic model with improved

runtime efficiency and reduction of memory requirements[16]. Chief among the accomplishments of these

extensions is the weighting of individual edges and their contribution to organizational congruence and the

introduction of the concept of communication gaps to the analysis. In the case that all edge weights are set

dichotomized to 0 or 1 then the this algorithm produces identical results to the congruence metric of Cataldo

et. al.

I propose extending these metrics to create a family of metrics that individuals can better comprehend

and adjust their behaviors accordingly. An individualized version of congruence is necessary to provide

incentive for developers to take action to improve their own personal congruence, and thus improve the

organizational congruence. A preliminary version of this work was presented at the 28th Sunbelt Conference

in St. Pete Beach, Florida in January of 2008.

There are two classes of individualized congruence which I propose - unweighted and weighted individ-

ual congruence. Unweighted individual congruence, ICu, is very similar to overall network congruence. A

coordination requirements matrix CR is generated for the entire network as is the actual coordination matrix

CA. The unweighted for individual congruence for an ego is then calculated by observing the congruence

between CR and CA only for those edges in CR that are incident upon the ego in question.

Weighted individual congruence is slightly more complicated, a weighted coordination requirements

matrix CR is generated either by not dichotomizing the matrix, or through the graph theoretical model of

Helander. The actual coordination matrix, CA is assumed to be dichotomized.
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Formally the individual weighted congruence, ICw for ego i can be expressed as:

ICw,i =
∑

(CR [i, ]× dichot (CA [i, ])) +
∑

(CR [, i]× dichot (CA [, i]))∑
dichot(CR [i, ]) +

∑
dichot(CR [, i])

(1)

Where dichot(x) represents dichotomizing matrix x to 0,1 such that all cells > 0 are set to 1, the multi-

plications are element wise multiplications, and we assume that there are no diagonals in the coordination

requirements matrix (∀i : CR[i, i] = 0).

4.1 Preliminary Results

Using data from the GNOME project with a dependant variable of time to resolve software defects, un-

weighted individual congruence was found to have no statistically significant relation. However, this data

produces very sparse matrices, which may be overly or underly sensitive. Contrary to our hopes, high

weighted individual congruence was found to be related to an increased time to resolve bugs. This result

also mirrors analysis done on a proprietary project while at IBM Research. Also, consistent with research

from IBM, we found that the more communication required by an individual, as shown by the number of

edges in the CR matrix for ego i, the lower the time to resolve software defects. Like the previous work, we

found that high levels of organizational congruence were predictors of faster time resolve bugs. Thus, we

have a situation where the organizational and individual level metrics predict results in different directions.

The regression for the model can be found on page 14 of appendix B.

This is a rather counter-intuitive result as in the edge case it suggests that highly coupled code with

many dependencies and developers who rarely communicate is best for individual performance, but worst

for organizational performance. From a tool development perspective such a find is disconcerting because

individuals may be wary of contributing toward an overall team goal if it will hurt their individual evaluation.

Recently, this result has been found by a team from the MIT Media Lab when testing performance of indi-

viduals and teams in German a bank. High levels of overall communication were found to increase overall

team performance, but lower individual performance (Waber et. al., submitted to Academy of Management).
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I will continue to examine this phenomenon by looking at more data within the GNOME community

to examine if this result is consistent across more than the ten sample projects previously presented. In

addition, if resources and data avail themselves, I would like to compare the results found in the GNOME

community to the results found in Eclipse, which has a more formal operations and participation model.

4.2 Uncertainty and Sensitivity in Socio-Technical Congruence

Despite best efforts in the field, social networks generated from archival data are passable at best, and quite

frequently have severe errors and inconsistencies. This problem is magnified in measurements such as con-

gruence where we are concerned not only with the presence of a link, but also the underlying semantic

meaning of the link. For example, it may be possible to use email archives to infer that two developers,

Alice and Bob, communicated during a period of study. However, absence a content analysis of all com-

munication, it is not possible to know if the communications between Alice and Bob were relevant to their

work assignments or not. This uncertainty hits at the core of socio-technical congruence and should it be

found that the metrics are overly sensitive to noise, could seriously damage the validity of the metrics.

I propose two different models to understand the uncertainty in this model. In the first model, we as-

sume that each link has a chance of error of omission or error of commission with various probabilities and

re-analyze the network outcome. In the second model we assume a prior probability for communication

between each ego and alter in the network, and when a communication is found, we update the probabil-

ity. Uncertainty is accounted for by instantiating the actual communication network according to the new

probabilities and calculating the network stats. Currently, due to technical constraints, I plan to only analyze

uncertainty and sensitivity on the CA matrix, which lends itself to more subjective methods of creation, as

previously addressed in section 2.2 of this thesis.
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4.2.1 Errors of Commission and Omission

This model of uncertainty addresses systemic errors in the data collection method, either caused by faulty

data, or missing data on communication methods. I propose to run a set of Monte Carlo simulations on

multiple sets of real world data. This is a two axis experiment where the rate of omission is scaled from

0 to 25% and the rate of commission is also scaled from 0 to 25%. At each point I will run 100 samples

with each data set and generate a distribution of overall socio-technical congruence, along with weighted

and unweighted individual socio-technical congruence.

From a technical perspective, such analysis requires significant amounts of computational power, how-

ever I have some prototype tools that utilize Amazon’s EC2 computing service which can provide hundreds

of computational nodes for approximately $0.10/hr/node – reducing weeks worth of runs to a few hours.

4.2.2 Probabilistic Communication

Creating a probabilistic communication model is even more complex, as rather than utilizing a uniform

probability for the presence of each link in CA, the probability is based on the value of that cell and the base

probability for a link – in essence a slightly randomized dichotimization of the data. In many situations sim-

ilar to this, Bayesian inference would be the ideal method for updating priors, yet the data in CA represents

only positive observations, with no concept of negative observations for decreasing a prior. It is possible

that I could proceed using only a low prior and positive observations, and such an option will be explored.

This section of the work will provide valuable insight into the stability of individual socio-technical

congruence and also provide additional insight into generating networks from observed data.
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5 Timeline

• March 3rd, 2008 - Submit preliminary workshop paper addressing Socio-Technical Congruence at

the individual level (section 4) to STC 2008 Workshop

• March 5th, 2008 - Propose

• Early March - Mid March - Collect data on Eclipse Project for section 2. Retool framework for

Congruence to allow for multiple dependency network generation methods.

• March 17th-20th - Present preliminary findings for section 1 at EclipseCon. Conduct and schedule

interviews to further research on sections 1 and 2.

• March 20th - Mid April - Conduct follow-up interviews. Parse and load the data related to Eclipse.

Explore the implications of network structure and dependency generation on the congruence metric.

Generate data from more projects to better understand the “communication overload” phenomenon.

• April 18th - Submit more advanced version of individual congruence to CSCW 2008.

• Mid April - Early May - Implement and analyze probabilistic model for congruence.

• May 1st - Sloan Industry Studies conference provides additional feedback on section 1.

• May 10th - STC 2008 workshop provides additional feedback on section 4.

• Mid May - Early June - Evaluate methods of network construction using Eclipse data. Perform large

scale sensitivity analysis on data of network construction method.

• Mid June - Early July - Generate structures for Eclipse to evaluate how firms really work together

within the Eclipse ecosystem.

• Summer - Hopefully get reviews from ISR for “There Goes the Neighborhood” paper, providing

feedback on section 3.
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• Mid July - Early August - Put final touches on writing of thesis. Convince my wife that she really

wants to read thesis to help proofread it.

• Mid August - Prepare slides, fudge room of a week or two.

• Late August 2008 - Defend
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A “Won’t You Be My Neighbor”

This paper is the preliminary draft for section 3

B Understanding Communication, Coordination, and Congruence at an

Individual Level By Harnessing Baseball Statistics

This is a copy of the presentation that I gave at Sunbelt in January 2008 corresponding to section 4 of the

thesis.
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Abstract 

Early Open Source software development consisted of loosely coupled volunteers contributing 

ideas and code to create software for a common good. Today, however, a variety of commercial 

firms often pay employees to contribute to and enhance Open Source projects. While these 

developers from commercial firms address a variety of needs within the projects, volunteers 

continue to play key roles in most open source projects making it critical understand the impact 

the actions of commercial firms and their employees have on volunteers in these communities. 

We approach this problem by addressing four possible ways that commercial firms can influence 

volunteer participation.  On a purely technical level, commercial developers, through their 

increased focus and close collaboration with other developers, may increase the complexity of 

the project rendering volunteers unable to keep up with the changes and driving them away.   On 

a social level, the presence of the commercial developers may be viewed as a sign of success and 

recognition for an Open Source project, or contrarily that the project has been taken over by 
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“outsiders”.  Recognition and success are likely to make projects more attractive to volunteer 

developers, leading to an increased rate of participation.  On the other hand, however, 

commercial participation may drive volunteer developers away if overall goals for a commercial 

firm are at odd with the volunteers, causing tension in the community and increasing the rate at 

which established volunteer developers choose to leave the project.  Lastly, the nature of firms’ 

participation in the community is influenced by the general business model of the firm, so we 

break up the firms by broad business models and re-evaluate the previous effects. We explore 

these issues in a large Open Source community with more than 1,000 contributors.  Data sources 

include semi-structured interviews with 18 highly active participants and a quantitative 7-year 

longitudinal analysis of development and communication logs. Both types of data show that 

participation by paid developers attracts volunteers rather than driving them away. The effects 

are largest when the paid developers work for community-focused firms, whose business 

strategy is to offer support services and products which complement the broad Open Source 

project, rather than product-focused firms that focus on niche projects from a broader Open 

Source community.  Developers employed by community focused firms tend to be more broadly 

involved with the community and provide valuable assistance with the information seeking 

actions of potential new developers, although these factors do not by themselves mediate the 

effects of commercial developers on volunteer participation. 

1. Introduction 

The core of early Open Source software projects were distributed volunteers who freely 

exchanged ideas and code to create software for the common good of contributing individuals. 

Over time, many of these projects became robust enough to attract a wide variety of contributors 
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and end users resulting in the creation of a community of both developers and users.  These 

communities were held together by a common set of norms and expectations.  Central to most 

communities were the norms of sharing modifications of the software with the greater 

community and governance by a meritocracy – a system that gave those who made the greatest 

contributions to the community the ability to directly modify the project source code and control 

the overall direction of the software. 

 

Today Open Source projects have evolved and many projects have a variety of commercial firms 

with full-time developers contributing to the project.  In the Firefox web browser, Linux 

operating system, and OpenOffice suite of office programs, volunteer and paid developers from 

numerous firms collaborate to plan and develop key features of the software.  These firms and 

their associated developers may have different goals from those of volunteers and may not be 

familiar with the Open Source development process and community norms.  Their presence in 

Open Source projects could either foster or disrupt the original volunteer communities.  While 

previous research has addressed the motivations and actions of individual commercial developers 

in an Open Source software environment, there has not been any analysis of the overall 

community impact of commercial participation (Roberts et al 2006).  The primary goal of this 

article is to determine how volunteer developers react to commercial participation in Open 

Source communities and to better understand what attributes of commercial firms lead to 

successful commercial/volunteer partnerships.  In the following sections we describe four 

distinct routes through which commercial firms could influence volunteer participation in Open 

Source projects.  

Comment: Highlighted references 
indicate references that do not yet appear 
in the bibliography.  For some reason 
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date. 
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1.1. Commercial Participation and Project Momentum 

At a project level commercial participation in Open Source communities brings increased overall 

visibility to the community and its participants.  Commercial firms often add the project to their 

existing offerings – providing wider distribution, issue press releases about the software, talk 

about the community at trade shows, and encourage their employees to become active within the 

community through the use of mailing lists, wikis, bug tracking, and weblogs. In addition to 

providing a forum for developers to discuss, plan, and share what they’re working on, these 

websites provide easy access for individuals outside the community to see and learn about what 

is going on in the community, including new releases, new developers, and new corporations 

involved in the community.  An individual who is only marginally involved with the community 

and looking for ways to get involved may see such investment by commercial firms as validation 

of the project and seek to participate and contribute to such a project because of the possibility 

for future rewards, such as increased technical know-how or the possibility of career 

advancement (Lerner & Tirole, 2002). 

 

If commercial developer participation validates the importance of the project and increases the 

momentum, then an influx of commercial firms and paid developers should attract volunteer 

developers and increase their participation in the community.  The number of changes that full 

time commercial developers can make, and their high level of skill may speed up the 

development process, increasing the utility of the project to community members and contribute 

to volunteers identification and attachment to a successful project.  Such attachment with 

projects, communities, and movements is an important factor in volunteers remaining active in a 
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community and overall community success both in conventional volunteer organizations and 

Open Source communities (Kleidman 1994) (Lakhani & Wolf, 2005). 

 

Hypothesis 1: The participation of commercial developers on an Open Source project will 

increase volunteer participation in the project. 

 

1.2. Negative Impacts of Heterogeneity 

However, just as participation by commercial firms can provide resources to a community, they 

also introduce heterogeneity into the pool of developers.  Whereas initially all of the volunteer 

developers may have been able to rally around the primary focus of the community, developers 

employed by commercial firms may be working just for a pay check, with little concern for 

overall community health and well-being.  In the long run, such heterogeneity in workgroups 

decreases overall productivity and increase tension within teams (Pelled et al 1999, Williams and 

O’Reilly 1998).  Open Source communities have additional issues of heterogeneity which result 

in decreased performance, such as personal ideology for community participation (Stewart and 

Gosain, 2006). 

 

Hypothesis 2: The participation of commercial developers on an Open Source project will 

decrease volunteer participation in the project. 

1.3. Business Models and Community Norms 

In the late 1990’s when Open Source was first attracting interest from commercial firms, most 

has similar business models.  These firms followed the model of Linux distributors, such as Red 

Comment: Yes, I know the cite is 
messed up here. 
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Hat, that took the output of the community as a whole, packaged it with documentation and 

additional software to make it easier to use, and then sold the complete collection of software 

with enhanced support(Young, 1999; Tiemann, 1999). These companies tied their financial 

success to the success of the Open Source community as a whole.  More recently as the market 

has matured, additional business models have arisen that allow firms to isolate and derive 

revenue from a single component from a larger community or start their own communities 

around small niche products (Krishnamurthy, 2005). 

 

A key element in determining which business models may be successful in a community is the 

choice of license for the software.  Open Source licenses vary in their restrictiveness.  Some like 

the GNU General Public license require that anyone who distributes a modified version of the 

software release all their changes under the same license.  Others, like the Apache and MIT 

licenses allow firms to customize projects without the need to Open Source their modifications.  

Previous research on participation in Open Source found that the choice of license had an impact 

on the participation in the community.  Relative to projects with restrictive licenses, projects with 

more liberal licenses, such as the MIT, BSD, or Apache licenses, were found to have greater 

interest and often see large amounts of commercial interest because of the ability of commercial 

firms to appropriate the software into a new commercial product with few restrictions (Stewart, 

Ammeter, & Maurping, 2006). 

 

The choice of license also helps restrict business models related to a community.  Licenses that 

require that modifications remain Open Source typically are difficult, but not impossible to build 
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a business around, especially if the firm is not the copyright holder of the software.  More liberal 

licenses allow any firm to begin commercializing a project without the need to Open Source 

modifications.  We identify two broad classes of commercial firms based on their business model 

and interactions in the community: community focused firms that package the entire output of a 

community, such as Linux distributors, and product focused firms that utilize only a portion of 

the output from the community for their products.  Product focused firms typically enhance 

particular components from a community, such as a component library, or focus on a particular 

application in their business model.  As many of the volunteers identify with the entire 

community of projects, rather than a small component in a project, it is likely that community 

focused firms will be viewed slightly better than product focused firms, leading to an increased 

power in attracting new volunteer developers. 

 

Hypothesis 3: Community focused firms will have a more positive relation to the number of 

volunteer developers than product focused firms. 

 

1.4. Cognitive Complexity at the Module Level 

At the heart of Open Source projects is source code – sets of files written in various 

programming languages that enable the primary functionality of the project.  Techniques for 

managing Open Source have continually evolved, with more advanced programming languages 

and improved software engineering practices.  The code for complex projects may consist of 

hundreds or thousands different files, each performing a specific task.  To assist in developer 

logistics and comprehension, within large projects code and responsibilities are typically broken 



8 

up into smaller components, called modules (Parnas, 1972).  For example, a simple email client 

may have three modules: receiving mail, sending mail, and user interface.  Each module may 

have a set of developers who are responsible for maintaining the module and overseeing 

development.  Organizationally, modules often replicate the structure of the larger project – 

complete with their own mailing lists, bug tracking, and social norms. 

 

Because of the distributed nature of most Open Source software development, projects have 

adopted strong norms of open communication and decision making.  For example, the Apache 

project requires that all decisions reach consensus on publicly accessible mailing lists.  However, 

collocated developers employed by a commercial firm who work closely together have decreased 

incentive to post to the project mailing lists and create a transparent decision and documentation 

process.  Such a process increases the cognitive complexity of code and prevents volunteers from 

fully understanding the logic of the new code.  The loss of open discussion allows collocated 

developers to create code that is less modular making future changes more difficult further 

decreasing participation (MacCormack, Rusnak, & Baldwin, 2006).  Because commercial 

developers work full time, they change project code much faster than volunteer developers.  A 

survey of volunteer Open Source developers found volunteers average 14 hours a week on Open 

Source projects only a third of a standard 40 hour work week (Lakhani & Wolf, 2005).   These 

issues posit a real danger that as developers from commercial firms modify code within a module 

of a project, it will become increasingly difficult to for volunteer developers to comprehend the 

set of the changes, forcing the volunteers previously working on the module to migrate to 

alternate modules within the project or leave the project completely.  
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Hypothesis 4: The participation of commercial firms in modules of an Open Source project will 

reduce volunteer participation in those modules. 

 

Our goal in this paper is to identify the net effect of commercial developers on volunteer 

developer participation and to understand the mechanism through which this occurs. 

2. Research Method 

Open Source software projects have rich historical archives of communication.  For many 

projects, every communication, idea, and decision is automatically recorded by project support 

tools.  While it is possible to gain useful insights into a community using just the information, 

the myriad of interactions possible in addressing the role of commercial firms in Open Source 

requires qualitative as well as quantitative analysis to best understand the nuances of how 

communities and commercial firms interact in addition to such quantitative analysis.  Our 

research utilizes a multi-pronged approach to understanding these questions around commercial 

participation in Open Source software communities 

 

W conducted two studies focusing on a single large Open Source community.  The first study 

was a qualitative study to identify the views of developers toward commercial participation and 

to provide addition background context about the community.  The second study analyzed 

quantitative data obtained from the community against a set of hypotheses regarding commercial 

participation in Open Source suggested by previous research and the results of the qualitative 

study. 
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2.1. Community Background 

Our research focuses on the GNOME project, a large and successful Open Source desktop 

environment started by volunteer developers in 1997 as a response to the lack of a completely 

free and Open Source desktop environment for Linux and other free computer operating systems.  

By many metrics, this has is a highly successful project: more than 10 years of history, stable 

releases every six months, and a continually growing user base.  It is the desktop environment for 

computers from Sun Microsystems, software from the project is in use in a myriad of devices 

like the One Laptop Per Child and Nokia n800 series of Internet tablets, numerous startup firms 

have created solid businesses around the project, and it recently was made available direct from 

Dell computers as part of their option to provide Linux on new computers.  In our period of 

analysis, which goes from the origins of the project in 1997 to late 2006, there were over 1200 

individuals who had gained “commit” status, the ability to directly modify the project source 

code without needing to go through an intermediary, and almost 1000 different components in 

the shared repository.  The community coordinates most of their activity through Internet 

enabled tools such as a shared bug tracker, mailing lists, and real time chats.  The community has 

been previously studied to understand some of the aspects of software development in the 

community (German, 2004) and earlier efforts have identified some of the coordination issues 

related to the project (Koch & Schneider, 2002). 

 

One of the key elements of the GNOME project is that it is comprised of many smaller projects 

of varying size, complexity, and maturity.  For our purposes, when we refer to the GNOME 

project as a whole as the “community”, and a “project” is one of these smaller projects in the 
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community.  The community acts in a federated manner, providing each project with the 

opportunity to control their own outcomes and chart their own roadmap subject to some broader 

constraints and goals developed within the community.  When a project has reached sufficient 

maturity, the developers may apply to have that project included as part of the main community 

software distribution.  Most projects in the community have their own mailing lists and bug 

trackers and are generally managed by individuals working on those projects.  Most community 

participants are active on multiple projects, but because there are hundreds of projects within the 

community, there are no developers who are active in, or able to monitor all the projects. 

 

The community has a track record of commercial investment – during the dot-com boom of the 

late 1990's several firms were created to customize the project, develop components, and provide 

support for users of the software. However when the bubble burst in 2000-2001, many of these 

firms went bankrupt or left the market, leaving critical components largely unmaintained.  The 

community slowly built up commercial support again and now has significant corporate 

investment from firms that distribute software as a component of the Linux operating system, 

and from other firms that utilize the software as a base toolkit that can be used for the design and 

manufacture of embedded devices such as PDAs and mobile phones. 

3. Study 1: Developer Interviews 

Our first study was a set of qualitative interviews designed to better understand the community 

and their relations to the commercial firms.  The first author attended one of the two major 

annual face to face meetings for both volunteer and commercial community participants.  These 

events are generally considered to be one of the highlights of the year for the project and take 
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place shortly after the major releases of the software, approximately every six months.  To 

encourage participation by volunteers in the conferences, the GNOME Foundation provides 

travel stipends to volunteers in the community to attend the conferences.  While this helps 

volunteers attend the conference, because of issues with getting time away from work or school 

and the limited number of stipends, volunteers are typically underrepresented at the conferences. 

 

Before attending the conference, key individuals were identified and contacted to schedule the 

interviews, and the most active firms in the community were researched and classified according 

to their business model.  During the course of the conference, a total of eighteen individuals were 

interviewed over the course of three days.  Interviews were semi-structured, lasted twenty to 

forty minutes, and were conducted during breaks in the schedule.  Each interviewee was asked 

for the relevant professional background, how they got involved with the community, where they 

currently participate in the community, how they relate to commercial developers in the 

community, and if they believed our firm classifications were accurate. 

 

General descriptive statistics about the interviewees can be found in Table 1 below.  Of interest 

is that only fourteen of the eighteen individuals could directly commit to the project source code 

– two of the newer developers, one commercial and one volunteer, still needed to contribute 

through intermediaries and neither of the individuals who self-described their role as community 

support could make changes directly to the source code.  As is typical in Open Source all the 

interviewees were male. 

Table 1: General Description of Interviewees 

Total Interviewees 18 



13 

Commercial Developers 50% 
Volunteer Developers 50% 
Student Volunteer Developers 17% 
Commit Access 78% 
Self-Described as Developer 89% 
Self-Described as Community Support 11% 
Longest Participation 10 years 
Shortest Participation 11 months 
Median Participation 3 years 

 

The nine volunteer participants had varied backgrounds.  Three of the volunteers identified 

themselves as students who primarily participated during their free time.  The other six 

volunteers indicated their use and participation in the project was related to their roles at work.  

All six of these non-student individuals admitted to contributing to the project while they were 

“on the clock”, even though participation in the community was not an official part of their jobs.  

These participants believed their participation was relevant to their jobs and participation 

improved their performance at work.  The participants came to the project through a variety of 

droutes.  Most first became interested in the community because of their general interest in Linux 

and technology, but their reasons for changing from a passive community member who only uses 

the software to an active, contributing, member varied.  Three of nine volunteer developers 

indicated that another individual working in the community had played a very large role in 

bringing them in to work on the community.  Two of the developers indicated they started 

submitting changes to a project in the community and were later offered the chance to become 

maintainers of the project.  The remaining four volunteer developers could not identify a specific 

reason they became more active in the community.  Five of the commercial developers were 

active as volunteers in the community before they were hired.  The remaining four commercial 
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developers were hired by the firm for other projects and later shifted to projects in the 

community. 

“If it weren’t for [commercial developer name], I wouldn’t be 

involved in the community.  He saw my postings on the mailing 

list and encouraged me to get more involved.  About a month later 

he asked if I would like to maintain the project.” 

– Volunteer developer speaking about how he became involved 

3.1. Views of Commercial Participation 

Both commercial and volunteer developers thought commercial developers provided manpower 

and the focus necessary to accomplish tasks that volunteer developers lacked the skill or 

motivation to accomplish.  Additionally, the commercial developers believed their firms 

provided a marketing force for the community, increasing the appeal and bringing in more 

individuals to work on and participate in the community. 

 

Volunteers generally welcomed the expertise and effort that commercial developers provided. 

One volunteer explicitly stated he hoped that his participation would be noticed by commercial 

developers and they would offer him a job, as they had for one of his friends.  Three of the 

volunteer developers believed there were times when the heterogeneity introduced by 

commercial developers was beneficial – in particular the skills of commercial developers were 

sought for highly technical areas such as system performance and low-level libraries that 

volunteers often could not develop.  None of the developers, volunteer or commercial, ever 

mentioned intentionally treating another individual differently because they worked for a 
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different firm or were a volunteer, although a commercial developer did indicate that he believed 

code written by volunteers wasn’t always as useful as code from his firm.  At a modular level 

such a comment highlights the differing directions and goals of commercial firms and volunteer 

developers and could cause developers to move to other areas of the project, or other projects 

entirely. 

 

Two of the commercial developers who began working in the community as volunteers 

expressed a small amount of frustration in aligning the goals of their firm and the community – 

possibly alienating volunteers in the community, but generally thought their firms had found 

ways to succeed.  In one case the firm adopted a set of dual processes for participation in Open 

Source, where developers had individual responsibility for ensuring their participation was 

congruent with the values and norms of both their firm and the project.  This caused problems 

with documenting work and assigning work – especially in the case of volunteers working on a 

component that the firm needed designed differently.  The other developer indicated that when 

his firm first became involved with Open Source, they intentionally restructured the norms of the 

development team to align with the community and not the firm.  Although this caused 

contention within the firm, it was thought to be best for the community. 

 

“I certainly would not want to see commercial participation go 

away.  But I think there are things that some companies should be 

more careful of when working in the community.  At [firm name], 

we’ve been very careful how we work with the community.” 
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– Developer at community focused firm 

 

The need to be careful when choosing how to participate was echoed by a commercial developer 

who had been active in the community for more than five years and had worked with multiple 

firms.   He was currently employed by a product focused firm, was critical of his firm’s 

participation, believing that his current firm had little respect for the founding value of the 

community: freedom.  Rather he believed his firm was involved only the sake of exploiting the 

community for their own products, and had little interest in the health and values of the overall 

community.  This view was in sharp contrast to his previous experience at a community focused 

firm that he described as fostering involvement within the community.  This developer left the 

product focused firm and the entire community shortly after the conference and his departure 

stirred up debate within the community about how firms should interact with each other and 

volunteers. 

3.2. Classification of Firms 

The interviewees were asked about their views of the nine largest firms, as measured by the 

number of changes made to the community source code repository.  As researchers, we had 

previously classified the firms according to business model – five of the firms were product 

focused firms, which worked primarily within smaller areas of the community code, and four 

were community focused with contributions to many projects within the community.  A brief 

description of each of these firms can be seen in Table 2.   Each of the interviewees was provided 

a description of our classification scheme and asked to classify each of the nine firms.  Out of the 

162 classification tasks across interviewees, only two were not in agreement with our 
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classification (Fleiss’ κ =0.953).  Incidentally, the two points of disagreement were both 

employees of a product focused firm who believed their firm was community focused. 

Table 2: Major firms participating in the community  

Product Focused Firms Community Focused Firms 
Firm A  A large American IT firm that 

became involved in the last 
five years through the purchase 
of Firm B.  Migrating from a 
community focused to product 
focused firm. 

Firm F  A large American Linux 
distributor.  Long time 
supporter of community. 

Firm B  A medium firm that developed 
enterprise class software and 
provided services for the 
community.  Purchased by 
Firm A. 

Firm G  A large American IT firm that 
uses the community software 
to compliment hardware 
offerings. 

Firm C  A small European firm that 
assists in application 
development for the embedded 
market. 

Firm H  A European Linux distributor 
that historically shipped a 
similar product from a 
competing community and 
had small participation in the 
community. 

Firm D  A small European firm that 
produced enterprise class 
applications for the 
community. Ceased operations 
in 2002. 

Firm I A medium European Linux 
distributor that historically 
supported the community and 
that of its competitors. 

Firm E A small venture capital funded 
American firm that developed 
software and sold integrated 
services for the community.  
Ceased operations in 2001. 

  

 

 

However, when asked about perceptions of specific firms the views of interviewees varied.  In 

particular, most of the volunteer developers believed that product focused firms had more 

difficulty working with the community than community focused firms.  Attitudes were almost 
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universally favorable of community focused firms.  In contrast, product focused firms had mixed 

perceptions from developers and, in the words of one volunteer were guilty of “not caring about 

volunteers.”  Another volunteer who maintained a project within the community that had 

contributions from about ten developers was extremely skeptical of participation by a major firm, 

despite being good friends with many of their developers and contributing to other projects 

maintained and stewarded by the firm.  He expressed concern about the method of participation 

by the firm and the fact that they didn't require everyone to go through the same community 

socialization process before gaining committer status.  This led him to be wary of contributions 

to his component from the commercial firm.  Later in the interview process, when five of the 

other volunteer developers were asked specifically about this firm, they all echoed similar 

concerns about the firm’s participation. 

“I don’t think the commercial firms have the same interests as 

volunteers.  If they submitted code to my project, I’d accept it, but 

if they started to submit lots of code, I’d start to look a lot more at 

where the project was going.” 

– Volunteer developer and project maintainer 

 

These interviews paint a mixed picture with regards to commercial development.  While most 

developers indicated that they appreciated commercial development in the community, a 

substantial portion of the developers were skeptical about the behavior of these commercial 

firms.  The views expressed toward commercial firms by the developers indicate that there may 
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be a relation between business model and perceived attractiveness of commercial firms in the 

community. 

 

4. Study 2: Quantitative Analysis 

Theory surrounding the issue of commercial participation in Open Source communities and the 

interviews conducted in the first study provide a foundation for our second study, a longitudinal 

analysis of historical data obtained from the community.   We begin by further validating the 

classifications proposed to the interviewees through an analysis of the behavior of commercial 

developers at a highly technical level that requires significant dedication to participate in 

(interactions in project source code), a focused technical level open to anyone but with a 

moderate learning curve (bug tracking system), and an open potentially non-technical forum with 

little learning curve (mailing list).  This data is then used to develop profiles of developers and 

projects and test for the effects of commercial participation on volunteer participation at the 

project and module levels. 

 

4.1. Data Collection and Analysis 

Most Open Source projects follow a set of norms that are generally referred to as “the Open 

Source process.”  A key component of this process is the collection and archival of nearly all 

communication data as a form of organizational memory and as a tool for developers and users 

to later reference.  In most communities public mailing lists are archived where they can be 

easily indexed and searched, bug tracking systems provide a complete audit history of every 



20 

change made to each bug report, and a version control system manages and records all changes 

made to the software.  When using a version control system, each developer downloads a 

complete copy of the code for the project, makes and tests their modifications, and then sends 

information about the files that were modified back to a main server in a single action called a 

commit.  Each change is tracked in the system, allowing developers to revert to a previous point 

in the development process or “roll back” changes that may have been detrimental to overall 

development while providing a method of providence for all code modifications (Fogel, 2005).   

 

Working with the system administrators in the community, archival copies of mailing lists, bug 

databases, and version control system were obtained.  During the period of study, the community 

utilized the concurrent version system, CVS, software package as their version control system.  

CVS access was only granted to approved developers based on a request, limiting the number of 

individuals who could contribute to those who demonstrated significant dedication to the project.  

Bugs were managed and tracked using the Bugzilla software package, allowing anyone with an 

account, available instantaneously through a web form, to submit and comment on issues related 

to the project.  The mailing lists were managed using the Mailman software, and most lists were 

open to anyone with an email address. 

 

Each of the tools utilized different account and identity management solutions, all accounts 

belonging to developers were manually unified and linked together within the data set.  This 

allowed us to simply and directly obtain all contributions for developers across different projects 

and mediums.  Information about developers was augmented with information about which 
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companies they had worked for and the approximate dates of their employment.  This was used 

in classifying a developer’s participation as either volunteer or commercial allowing the analysis 

of firm level behaviors in the community. 

4.2. Product Focused vs. Community Focused Developers 

The interviewees supported our idea that there were two different types of firms in the 

community – community and product focused.  Initially it was thought, based on some of the 

comments of the interviewees that community focused developers may have more experience 

and thus be seen as experts in the community – a reasonable assumption as the first firms to 

invest in the community were community focused firms.  However, there was no statistical 

difference between the experience in the community for product focused (5.24 years) and 

community focused (5.51 years) developers – however both had more experience in the 

community than volunteers (3.93 years).   

 

Several interviewees also believed that there were observable behaviors that differed between 

community and product focused developers.  Based on interview responses and personal 

experiences in the community we identified and analyzed a set of behaviors that may be seen as 

pro-social and community building.  These behaviors have the primary characteristics of 

showing an interest in the community beyond the narrow focus of products the developer is paid 

to work on or are behaviors which have a high probability of interacting with individuals in the 

community who are not already developers.   As developers were active in the community for 

widely varying amounts of time, we normalized each level activity by the number of years the 

developer was active in the community. 
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The first way that individuals outside the community are likely to interact with commercial 

developers is through project mailing lists.  Individuals that start many new discussions and reply 

to a variety of messages are likely to interact with a variety of volunteers and address issues 

raised by the community.  Beyond being highly active, the number of mailing lists a developer 

posts to also increases the sense that the developer is building community, especially if the 

developer is active on mailing lists of projects for which they have not written code.  We 

examined the mailing lists from the community and for each developer counted the number of 

messages posted, new discussion threads started, projects mailing lists they were active on, and 

the number of projects they posted messages to for which they had never contributed code.  Each 

of these values were normalized by the number of years the developer had been in the 

community, as measured by the duration from their first observable contribution in any project to 

their last observable contribution (or the end of the data set if still active).  We then took the 

mean across each of the classes of developer; volunteer, product focused, and community 

focused; and performed an ANOVA between the three means.  The results as shown in Table 3 

indicate that after normalizing for experience in the community, there is a significant difference 

in participation patterns between the three classes of developers.  In particular, commercial 

developers were found to be much more active on mailing lists.  However, when tests were 

performed analyzing just the difference between product and community focused commercial 

developers, a difference was found only in the number of messages posted to project mailing 

lists. 
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Table 3: Mean Activity per Year on Mailing Lists by Class of Developer (superscripts indicate 
statistically different groups of means in each row) 

Variable 
Volunteer 

Mean 
Product 

Focused Mean 
Community 

Focused Mean 
P Value 

Messages 39.04A 87.10B 135.80C <0.001 
Threads Started 13.85A 34.42B 56.37B <0.001 
Mailing Lists 0.37A 0.68B 0.53B <0.001 
Extra Mailing Lists 0.20A 0.23A 0.20A 0.400 
 

Further content analysis of all email messages sent to public mailing lists identified elements that 

support information seeking behavior in the community – posting email addresses of contacts 

and providing pointers to web pages.  The results were then aggregated by whether the author of 

the message was employed by a community or product focused firm.   This analysis found that 

community focused developers posted references to email addresses 85% more frequently than 

product focused developers, and web addresses 140% more often.  Both of these behaviors are 

pro-social and may help new community members become acquainted with the project and 

eventually contribute as developers. 

 

Mid-level technical interactions on the Bugzilla bug tracking system may have similar affects in 

building community as posting to message to a mailing list.  In particular, users are encouraged 

to post any bugs encountered to the Bugzilla.  These bugs are periodically triaged by a group of 

community members who then assign the bugs to project developers.  At the simplest level, each 

bug is given a small message form that allows developers to post messages which are sent back 

to the original submitter and any other individual with interest in the bug.  Often times, 

developers post messages indicating that a bug has been verified as present, asking for more 

information, or provide a workaround for the user experiencing the bug.  Individuals also may 
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submit patches to bugs that address the bug, a behavior that could be seen by a volunteer as 

taking a significant interest in their issue.  When working with Bugzill, developers can mark 

bugs as “fixed”, indicating that the patch has been submitted and accepted to the upstream code 

base and that it will most likely be in the next major release.  Finally, we can count the number 

of distinct projects a developer was active on within the Bugzilla system to get an idea of overall 

activity and also cross-reference this against activity in the source code repository to see where 

developers contribute to bug management but do not write code. 

 

We collected each of the previously described metrics for every developer and used the same 

method as the mailing lists to average for the length of time the developer was active in the 

community.  The metrics were aggregated by class of developer, and summarized in Table 4.  

Surprisingly, while commercial developers had a greater depth of activity, as measured by the 

number of comments, patches, and bugs fixed, they had the same relative amount of breadth in 

the system as volunteer developers.    Contrary to our initial belief, when accounting for tenure in 

the project, product focused developers were active on significantly more projects and projects 

for which they had written no code than community focused developers.   However, overall 

community focused developers were still more active in the community thanks to their longer 

average tenure. 

Table 4: Mean Activity per Year in Bug Reporting Database by Class of Developer (superscripts 
indicate statistically different groups of means in each row) 

Variable Volunteer Mean Product 
Focused Mean 

Community 
Focused Mean P Value 

Comments 74.92A 156.50B 133.40B 0.010 
Patches 4.93A 9.60A 6.14A 0.042 
Bugs Fixed 1.44A 3.80B 7.30B <0.001 
Projects  2.60A 3.54B 2.43A 0.141 
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Extra Projects 1.56A 2.09B 1.11A 0.556 
 

Certain actions by commercial developers in the CVS code repository may also be construed as 

pro-social community oriented behavior.  Such actions may not be overtly visible to the 

community at large, but volunteer developers would be very likely to see the number of commits 

a commercial developer makes as a sign of dedication to the community.  Also, working on a 

variety of projects within the community shows that the developer has a greater interest in the 

overall health and well-being of the community.  Analysis of the logs indicates that developers 

employed by community focused firms contribute more modifications to the source code 

repository and also are active on significantly more projects, as shown in Table 5.  However, of 

note is that, when accounting for tenure in the community, the average number of commits per 

project does not exhibit a statistical difference between the two groups of commercial 

developers.  The increased participation across projects mirrors the responses by many of the 

volunteer interviewees who believed the product focused firms worked only in narrow niches 

within the community and that community focused firms spread their effort across multiple 

projects. 

 

Table 5: Mean Activity per Year in CVS Repository by Class of Developer (superscripts indicate 
statistically different groups of means in each row) 

Variable Volunteer Mean 
Product 

Focused Mean 
Community 

Focused Mean 
P Value 

CVS Commits 117.30A 143.20A 177.40A <0.001 
CVS Projects 13.72A 5.24B 15.29A 0.002 
 

Although the interviewees agreed with the general classifications of firms in the community, 

most were unable to provide suggestions for what attributes outside of business model may differ 
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between the groups.  The analysis just presented shows that employees of community focused 

firms are much more active in the broader community and across all three mediums; broad 

focused mailing lists that allow any individual to participate, the technical bug tracking system 

that focuses on specific issues within the software, and the highly technical source code 

repository that is open only to approved developers in the community. 

 

This analysis shows that there are sometimes dramatic differences in the patterns of participation 

between volunteer, product focused, and community focused developers.  While, in general, all 

commercial developers are more active in the community than volunteer developers, community 

focused developers are much more active and visible on community mailing lists and within the 

project source code.  However, product focused developers tend to be more active in the 

moderately technical realm of bug tracking, indicating that such work may be critical to the 

success of their business model. 

 

4.3. Quantifying the Impact of Commercial Developers on 

Volunteer Participation 

 

The community makes it very easy for developers to start a new project, leading to a variety of 

projects that contain only small amounts of code, or are the work of only a single developer 

working on a very specific tool.  To select projects that had a substantial community around 

them, we filtered the data selecting only projects with more than 20 developers, bugs filed in the 

Bugzilla bug tracking system, and mailing lists associated with the project.  These requirements 
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yielded 14 projects from the community.   The data was broken up into 8 week periods and at 

each period the number and identity of volunteer and commercial developers committing code 

during the period and the number of commits to the project during the period was recorded.  

Summary statistics and correlations can be seen in Table 6 and Table 7 below.  While there are 

several variables that are highly correlated, indicating possible issues with multi-collinearity, 

each of the forthcoming models was analyzed and it was found to not be an issue.  Additional 

metrics for project activity, such as total number of files modified and lines of code changed 

were also considered, but consistently were highly correlated (> 0.92) with number of commits 

to the project. 

Table 6: Summary Statistics of Data Collected from 14 projects at 8 week intervals (601 total 
observations)  

 Mean Median Skewness Kurtosis Std Dev Max Min 

tiVolDevs ,  4.01 3 1.24 0.96 3.94 18 0 

Number of volunteer developers contributing code to project i at time t  

tiComDevs ,  3.57 2 2.19 4.70 4.87 26 0 

Number of commercial developers contributing code to project i at time t  

tiCFComDevs ,,  1.12 1 2.16 4.77 1.66 9 0 

Number of commercial developers from community focused firms contributing code to project i at time t  

tiPFComDevs ,,  2.65 1 2.84 8.22 4.49 26 0 

Number of commercial developers from product focused firms contributing code to project i at time t  

tiCommits ,  114.97 46 2.98 11.54 175.64 1407 0 

Number of commits made by all developers to project i at time t  

Observations 
per Project, N  

42.92 49 -1.66 1.74 12.72 53 14 

 

Table 7: Correlations of Data Collected at Project Level after log2  transformations.  

 
tVolDevs

 
1−tVolDevs

 
1−tComDevs

 
1, −tCFComDevs

 
1, −tPFComDevs

 
1−tCommits

 

tVolDevs  1.0000      

1−tVolDevs  0.8263 1.0000     
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1−tComDevs  0.3755 0.3921 1.0000    

1, −tCFComDevs  0.4346 0.4258 0.6272 1.0000   

1, −tPFComDevs  0.2733 0.2773 0.9272 0.3555 1.0000  

1−tCommits  0.6655 0.7331 0.6400 0.4208 0.5504 1.0000 

 

The distribution of the number of commercial and volunteer users is highly skewed toward the 

lower end of the range and can be approximated with a log-normal distribution.  To a lesser 

degree the distributions of the number of community focused developers, product focused 

developers, and commits are also skewed.  To accommodate for this in our models, the logarithm 

(base 2) of these variables are used. 

 

We begin with a simple model that predicts the number of volunteer developers contributing 

source code to project i at time t as a function of the log transformed number of volunteer 

developers, commercial developers, and commits at time 1−t .  A simple linear regression is not 

appropriate for such a model, because of lack of independence between observations within a 

project and the differing levels of inherent attractiveness to volunteer developers between 

projects.  To account for this difference, a multi-level model was utilized that allows that 

intercept, corresponding to base project attractiveness, to vary between projects.  Within the 

model shown in Equation 1 this difference is represented by a constant error term, iυ , for all 

observations of project i . 

 

Equation 1: tiititititi CommitsComDevsVolDevsVolDevs ,1,31,21,10, ευββββ +++++= −−−  
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The results of the model can be seen in Table 8 and show that an increase in the number of 

commercial developers results in a small increase in the number of volunteer developers when 

controlling for the number of volunteers already active in the project and overall project activity.  

We note, however, while the effect is significant at the p < 0.05 level, the magnitude of the effect 

is quite small – a doubling of commercial developers working on a project yields only an 8% 

increase in the number of volunteer developers.  This small effect indicates that volunteers 

tolerate commercial developers working in their communities, but their presence plays little role 

overall in increasing the number of volunteer developers.  Thus, we conclude there is support for 

hypothesis 1 and can reject hypothesis 2. 

Table 8: Hypothesis 1 and 2 – Multi-Level Regression Coefficients Predicting Number of Volunteer 
Developers by Project 

Variable Estimate Std Err P Value 

Intercept 0.5643 0.1397 0.001 

1−tVolDevs  0.4562 0.0442 <.001 

1−tComDevs  0.0817 0.0389 0.036 

1−tCommits  0.0601 0.0242 0.013 

  

As we have shown there is a marked difference between the methods and magnitudes of 

participation of commercial developers when divided by whether their firm is product focused or 

community focused.  In Equation 2 we expand on the model to differentiate between 

participation of developers for community focused firms, 1, −tCFComDevs , and product focused 

firms 1, −tPFComDevs .   The same data are used with the new multi-level longitudinal model, with 

the regression coefficients presented in Table 9. 
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Equation 2: 

tiititiPFtiCFtiti CommitsComDevsComDevsVolDevsVolDevs ,1,41,31,21,10, ευβββββ ++++++= −−−−  

 

Table 9: Hypothesis 3 – Multi-Level Regression Coefficients Predicting Number of Volunteer 
Developers by Project Broken Up By Firm Model 

Variable Estimate Std Err P Value 

Intercept 0.6032 0.1381 <.001 

1−tVolDevs  0.4212 0.0443 <.001 

1, −tCFComDevs  0.2050 0.0432 <.001 

1, −tPFComDevs  -0.0433 0.0388 0.264 

1−tCommits  0.0711 0.0234 0.003 

 

These results indicate a significant difference in behavior by business model of the firm.  

Participation by developers from community focused firms tends to have a moderate positive 

impact on the number of volunteer developers, while participation by developers of product 

focused firms has no statistically significant impact.  This difference between developers at 

community and product focused firms lends support for hypothesis 2. 

 

To better identify if the observed difference in the relations of community focused and product 

focused developers to volunteer developers was due to factors previously observed as 

differentiation factors between the groups, a mediating analysis was performed that included the 

metrics found to have statistically significant variation between community and product focused 

developers.  For each of the eight week periods the total number of messages written by that 

projects developers across all mailing lists, the number of projects the developers worked on 

bugs for, and the number of additional projects the developers wrote code for were calculated.  
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Descriptive statistics of these mediating variables can be seen in Table 10 below.  Correlations of 

the variables can be seen in Table 11.  Although there are several points of high correlation, 

analysis found that the maximum variance inflation was 3.8, concluding that multicollinearity 

was not an issue in the data. 

Table 10: Summary statistics of mediating variables collected for each project at 8 week time 
intervals 

 Mean Median Skewness Kurtosis Std Dev Max Min  

tisBugProject ,  13.54 3.00 2.03 4.99 20.03 138 0 

Number of bugzilla projects for commercial developers contributing code to project i at time t  

tisagesDevMailMes ,  250.22 120 2.48 7.87 347.61 2405 0 

Number of messages posted to all community mailing lists for developers contributing code to project i at time t  

tisCVSProject ,  37.20 36.00 0.65 0.07 31.48 189 0 

Number of total projects for commercial developers contributing code to project i at time t  

 

Table 11: Correlations of mediating variables 

 1, −tiVolDevs  
1,, −tiCFComDevs  

1,, −tiPFComDevs

 1, −tiCommits  
1, −tisBugProject

 
,isagesDevMailMes

 
1, −tisBugProject  0.2905 0.2747 0.3401 0.3711 1.0000  

1, −tisagesDevMailMes

 
0.3124 0.5831 0.7014 0.4759 0.3596 1.0000 

1, −tisCVSProject  0.4839 0.4240 0.5580 0.3945 0.3660 0.5144 

 

Equation 3: 

tiititi

tititiPFtiCFtiti

sCVSProjectsagesDevMailMes

sBugProjectCommitsComDevsComDevsVolDevsVolDevs

,1,61,5

1,41,41,31,21,10,

ευββ
ββββββ

+++

++++++=

−−

−−−−−

 

The addition of the control variables produces the model seen in Equation 3.  Evaluating the 

model, as seen in Table 12 shows that mediating variables, which had previously been identified 

as differences between community and product focused developers, do not cause a significant 

change in the original regression variables.  The pattern remains that community focused 
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developers have a positive relation to the number of volunteer users and product focused 

developers have no statistically significant relation.  We do, however, note that the direction of 

the coefficients for 1, −tisBugProject  and tisCVSProject , are in the opposite direction of what 

would be most likely predicted – indicating that the presence of developers who are active on a 

number of different projects is related to fewer volunteer developers in the future. 

 

Table 12: Model with addition of mediating variables 

Variable Estimate Std Err P Value 

Intercept 0.6122 0.1387 <.001 

1, −tiVolDevs  0.4527 0.0471 <.001 

1,, −tiCFComDevs  0.2165 0.0453 <.001 

1,, −tiPFComDevs  -0.0177 0.0437 0.685 

1, −tiCommits  0.0939 0.0247 <.001 

1, −tisBugProject  -0.0030 0.0001 0.046 

1, −tisagesDevMailMes  0.00005 0.0001 0.692 

tisCVSProject ,  -0.0028 0.0012 0.025 

 

Open Source projects may be comprised of over 100,000 lines of code, rivaling the complexity 

of large scale commercial software development projects.  When projects attain such size and 

have so many developers collaborating, developers form sub-groups to work on modules within 

the project.  These modules typically focus on a particular domain of the project, for example, a 

developer working on an email client may specialize in working on providing encryption support 

for email, which may be spread across dozens of different files.  While language specific 

methods exist to specify explicit module structures and infer implicit structure through static 
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source code analysis, the code in the GNOME project is written in a variety of different 

languages and programming language specific methods are impractical.  As an alternative, we 

propose using social network analytic clustering methods on the network of source code to 

determine modules within the project.  The CONCOR algorithm was used to produce eight 

clusters per project as it requires no additional information beyond link information when 

generating the groupings.  Functionally, the computation views the network of files as a matrix 

and then attempts to rearrange the rows and columns of the matrix so entities that are structurally 

equivalent, meaning they link to the same set of other files, are grouped together (Boorman & 

White, 1976).  While a variety of unsupervised clustering exist that determine an optimal number 

of clusters (Newman, 2004) these methods often produce more clusters than practical, leaving 

many clusters with only a single active developer.  

 

Our method of inferring code modules within a project utilizes a network structure where nodes 

in the network are files, and edges are added between nodes if they were committed back to the 

central repository in a single commit (Cataldo, Patrick Wagstrom, James Herbsleb, & Kathleen 

Carley, 2006).  Community work practices encourage developers to commit changes back 

feature by feature, rather than waiting and sending all, possibly unrelated, changes for a whole 

week or more back as a single commit.  In this way, we obtain a network where highly related 

files are densely clustered together.  The CONCOR algorithm was run on this network for each 

project and configured to generate 8 clusters, each representing a module within the project, as a 

compromise value that typically yielded a realistic number of developers in each cluster.  The 

same summary statistics shown in Table 6 were generated for each module in each time period, 
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yielding a total of 6360 observations.  It should be noted that this generates a very conservative 

clustering estimate as many of the larger projects have more than eight distinct components.  By 

using this strategy we are careful to avoid type 1 error, while focusing less on type 2 error. 

 

The analysis at the project level was then replicated with the new data based on the clusters 

within each project.  For this analysis, a new subscript j is added to the model indicating the 

cluster within project i .  In addition, a new error term is added to the model, ji,ζ , which is the 

correction for the attractiveness of module j  within project i .   

Equation 4: 

tjijiitjitjitjitji CommitsComDevsVolDevsVolDevs ,,,1,,31,,21,,10,, εζυββββ ++++++= −−−  

Table 13: Hypothesis 4 – Testing for issues of cognitive complexity through the analysis of effect of 
commercial developers at the module level 

Variable Estimate Std Err P Value 

Intercept 0.2341 0.0802 0.012 

1, −tiVolDevs  0.3424 0.0177 <.001 

1, −tiComDevs  0.0363 0.0165 0.027 

1, −tiCommits  0.1123 0.0094 <.001 

 

The new model testing for cognitive complexity issues was analyzed and the results can be seen 

in Table 13.  We find sufficient evidence to justify the addition of the module level analysis as 

measured by the improvement in the fit of the model through the -2Log Likelihood statistic (p < 

0.001).  This indicates that the significant variation exists not only between projects, but also 

between modules within a project.  We also note evidence for this within project variation when 

observing the decrease in the magnitude of the effects in the final model versus the model 



35 

without intra-project variation found in Table 8 and Table 9 as much of the previous values for 

the effects has been shifted to the new module level random variable, ji ,ζ .  An examination of 

the results indicate that the presence of commercial developers has a positive and significant 

effect on the number of volunteer developers even at the module level, which is the opposite of 

what Hypothesis 4 predicted.  Therefore we reject the argument that the increased cognitive 

complexity associated with collocated commercial developers drives volunteer developers away 

from project modules. 

5. Discussion 

This work shows that participation by commercial firms can have a positive impact on the 

participation of volunteer developers in most situations.  At an overall level, it was found that 

benefits gained from overall momentum and being identified with a successful project, as 

proposed in Hypothesis 1, outweigh any negative effects from heterogeneity in the community 

proposed in Hypothesis 2.  However, the relatively small magnitude of these effects, especially 

relative to effect of existing volunteer developers, indicates that not all volunteers believe the 

benefits of commercial developers outweigh the negative issues of workflow, norms, and values.  

This different echoes what has been observed in the community where some projects are founded 

under very utilitarian goals and seek only to create quality software, which would be amenable to 

commercial involvement, while other projects focus on the philosophical ideals for using Open 

Source software and would be more sensitive to the heterogeneity introduced by commercial 

developers.  The GNOME project straddles this line, with some projects being very utilitarian 

while others are clearly founded and ran with free software ideals in mind.   



36 

 

Another major contribution is the identification and validation of two distinct classes of business 

models for firms participating in Open Source communities.  These models closely aligned 

themselves with broad community values or a desire to focus on a single project in the 

community.  As expected, those community focused firms were found to be highly visible on 

project mailing lists and wrote code for more projects than developers from product focused 

firms.  Yet, contrary to our assumptions, product focused firms were more active in the 

moderately technical domain of bug fixing.  Interestingly, the different business models were 

found to have differing impacts on volunteer developers – with community focused developers 

have a statistically significant impact while product focused developers had very little.  Given 

the predominant view of the interviewees that community focused firms were more aligned with 

the values and norms of the community, this supports the hypothesis that the communities are 

sensitive to the values and norms of commercial participations and should provoke caution for 

firms wishing to participate in Open Source projects. 

 

Finally, we analyzed whether or not the collocation of commercial developers and the possible 

increase in cognitive complexity of projects as a result, had an effect on volunteer participation.  

Much to our surprise it was found that this was not the case.  Thus, either commercial firms are 

very good about ensuring that their participation does not increase the cognitive load of the 

developers, or the self-selection process in Open Source that requires developers be able to 

figure the project source code with little assistance, draws developers who are able to 

compensate for such situations. 
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Our research does not clearly indicate that commercial firms should be able to take the work of a 

community and productize without regard to the community standards.  Rather, we found that in 

spite of the heavy participation of product focused firms, there magnitude of the positive relation 

between their participation and the level volunteer participation relatively low.  Given volunteer 

developers frequent negative comments toward product focused firms in the interviews process, 

this is quite worrisome.  When working with an open source community, the firms should always 

take care to ensure that they appear as good citizens and contribute to the community, reinforcing 

the sense of community amongst the participants, rather than having volunteers view their 

participation as exploitation. 

 

From a volunteer perspective, tt could be that volunteers view all commercial developers as 

beneficial to the community and are more likely to participate, but this effect is mediated by 

negative effects in the code of commercial developers that we were unable to observe.  

Alternatively, volunteers may take a selfish view and only have interest in functionality they use.  

In such a selfish view, many of the features added by product focused commercial developers 

would be ignored by volunteers because they are targeted for different markets, such as 

enterprise installations, and require infrastructure or have use cases that volunteers have little 

interest in.  We also note that in a federated community, such as GNOME, the actions of 

commercial firms within a project are visible to volunteers even if they have no involvement 

with the project.  This broader recognition of commercial firm actions by volunteers may result 
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in negative events with product focused firms in a project having repercussions across the entire 

community. 

 

At a more broad level, all firms involved in Open Source may wish to evaluate how and where 

they participate in Open Source communities.  In particular, we found that broad pro-social 

community building behaviors, such as being active on a variety of projects, fixing bugs in the 

software, and posting messages that assist with information seeking were associated with firms 

that had the strongest relation to volunteer developers.    Firms may wish to dedicate a portion of 

engineer time to ensuring that questions raised on project mailing lists are responded to 

promptly, or even consider employing a community liaison to provide assistance to new 

members of the community.  Typically many Open Source communities have focused almost 

exclusively on the code for the project, and less on the social and management roles in a project.  

Recently, however, as many projects have grown and seen wider adoption, these communities 

have adopted more traditional structures and often are in need of organizational resources that a 

commercially sponsored community liaison could provide.  The GNOME community has seen 

this evolution happen, several members of the GNOME Foundation Board of Directors no longer 

write code, but spend their time managing the project and ensuring that everything flows 

smoothly.  

 

No matter what the reasons for the increased success of community focused firms in attracting 

and retaining volunteer developers, it appears that more and more firms will adopt Open Source 

projects, practices, and contribute to communities in the near future.  We have seen that in this 
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case, the dual worlds of volunteer and commercial can co-exist in an Open Source project with 

little danger of the commercial firm dramatically damaging the incumbent volunteers.  Going 

forward, understanding the methods by which these firms attract and retain volunteer developers 

is an open research question that will yield great benefits for firms seeking to utilize this 

revolutionary software development model. 
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Congruence In a Nutshell
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I fit in?

Me too!
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Goal

• Take congruence down to an individual level
• Develop a set of metrics based on congruence that:

– Have meaning to an individual

– Are related to performance
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Outline

• Introduction
• Brief Introduction to Baseball
• Linking Baseball to Social Networks
• Description of Study
• Presentation of Results

• Potential Shortcomings



Patrick Wagstrom1/26/2008 5

Baseball QuickiesBaseball Quickies

• Team sport, 9 players on each 
side

• A manager sits off-field and 
calls plays

• Primarily a struggle between a 
batter and pitcher

• Batter attempts to hit the ball 
and get on base to score

• 3 failed attempts to hit the ball 
is a strikeout

• Baseball lives on statistics
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Baseball and Congruence

• In measuring congruence, we have a coordination 
requirements network, and actual coordination network

• Congruence is the percentage of links in coordination 
requirements that are also present in actual coordination

• Thus:
– An edge in the coordination requirements network is an 

opportunity to communicate
– We term this an “At Bat”
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Hits and Strikeouts

• If the corresponding edge is present in the actual coordination 
network, we have a “hit”

• If the edge is missing in the actual coordination network, we 
have a “strikeout”

• We can also calculate batting average:

atbats

hits
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Edge Weights and Home Runs

• Work by Helander et. al. provides meaning for weights in 
coordination requirements matrix

• We say a hit is worth the number of bases of the 
corresponding edge in the coordination matrix

• A strikeout results in a number of runners being left on 
base equal to the corresponding edge in the coordination 
matrix
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Slugging Percentage

• In baseball:

• Our slugging percentage is the same

• We also create anti slugging percentage

atbats

bases∑

atbats

leftOnBase∑
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Software Development is a lot like 
Baseball…

• Team sports that require lots of coordination

• Managers shift lineups and player positions in the 
middle of the game

• Success and failure determined by a single play

• Frequently enter extra innings

• Even though a team sport, good pitchers and hitters 
still make a huge difference

• Physical fitness is optional for the game
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Study Population

• Distributed, open-source software development project
• 154 Individuals contributed code
• Usually about 10 core developers
• Five Years of data

– Email Messages
– Bug Reports
– Source Code Modifications

• Data aggregated at approximately six month intervals
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Visualizing Congruence
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Modeling Task Performance

• Collected information on 3079 bugs
• Dependent variable: log(time for bug resolution)
• Best model was sought out and found to be:

• Model Results
•                          

εβββ +++= slgPctatBatsnumDevsresTime 321)log(

             Estimate Std. Error t value Pr(>|t|)    
(Intercept)  5.952134   1.250519   4.760 < .0001 ***
numDevs      1.032183   0.196526   5.252 < .0001 ***
atBats      -0.847243   0.135770  -6.240 < .0001 ***
slgPct       0.011765   0.001818   6.470 < .0001 ***
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Potential Issues

• Sparse data causes issues
– Many developers don’t have congruence metrics each period

• Identifying software dependencies can be tricky
– Different methods yield radically different results

• High correlations between resulting metrics
• Don’t have enough of the other control variables to 

predict resolution time
• Very small data set in a very specific field
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Conclusions and Thanks!

• Successfully created a set of metrics relating individuals 
to congruence

• Found that batting average doesn’t mean much, but 
slugging percentage is significant

• Unclear why slugging percentage, which is related to 
high congruence, raises the time to completion

This work originated at CMU, was brought to IBM, and now continues at CMU 
where it is being generously sponsored by the National Science Foundation and the 

Office of Naval Research.


